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Abstract
This report presents the results from the falsification category of the 2024 competition

in the Applied Verification for Continuous and Hybrid Systems (ARCH) workshop. The
report summarizes the competition rules and settings, the benchmark models for the tool
comparison, and provides background on the participating teams and tools. Finally, it
presents and discusses the results of the competition.

Data: https://gitlab.com/goranf/ARCH-COMP, https://dx.doi.org/10.5281/zenodo.8024426

1 Introduction
The Applied Verification for Continuous and Hybrid Systems (ARCH) competition is a yearly
competition comparing state-of-the-art tools for testing and verifying hybrid systems. The com-

∗The first two authors lead the validation effort for the falsification category. The remaining authors represent
all participants who have contributed results and/or text to this report and they are listed alphabetically.
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petition (a.k.a. ARCH-COMP) is organized in different categories. This document presents the
results from the 2024 falsification category. Past reports (2017–2023) for this category are avail-
able online [11, 12, 18, 17, 16, 19, 33]. The falsification category targets the analysis of executable
models. The participants need to falsify requirements expressed in temporal logic with time
bounds, encoded in Metric Temporal Logic (MTL) [29] or Signal Temporal Logic (STL) [32] by
searching for initial system configurations and time-varying inputs subject to given constraints.
Typical approaches employed by participants are simulation-based and employ quantitative
metrics [21, 23] measuring how close a given input is to violating a requirement (“robustness
semantics”). Recent survey articles [7, 10] summarize the research results for this area. The
benchmark set developed by this competition series can be seen as a baseline for research in
the area [14]: We encourage authors to compare their solutions with the one presented in this
report.

The competition of 2024 followed the structure of previous years: Participants agreed on the
benchmarks to be considered, ran the experiments on their machines, and submitted the results
including concrete input traces that witnessed falsification. The first three authors of the
paper were involved in the validation step, which analyzed the input traced submitted by
the participants to confirm that they falsified the requirements. Compared with the previous
edition [33] the changes are as follows:

• We had three new tools participating in the competition: EXAMNET, Moonlight [36],
FalStar [20]1, FReaK [5], OD. One tool (OGAN) decided not to participate this year.
The remaining tools ARIsTEO [34], ATheNA [22], FalCAuN [46], ForeSee [48], NN-
Fal [30], and Ψ-TaLiRo [45] confirmed their participation.

• We added the simulation time and the sample step for all the models within the report
(Table 1).

• For the benchmark model NNx, the requirement for this year in instance 1 requires dis-
continuities to be at least one time unit apart (instead of requiring discontinuities to be
at least three time units apart)

• For the benchmark model CC4, we fixed a discrepancy between the competition report
and the requirement presented online and considered by the participants.

• For AT51, we increased the simulation time to ensure that the requirements are “fully
evaluated” (Table 1).

• We asked all the participants to document the configuration of additional parameters used
in their tools within the report or online.

• We removed column the ratio between the simulation time and the total falsification time
(column “R”) from Tables 5 and 6 since we discovered different teams were using different
formulae for its computation. We plan to precisely formalize this metric in the next
edition of the competition to ensure a fair comparison between tools.

This report is structured as follows. Section 2 introduces our benchmark models and re-
quirements. Section 3 describes the tools participating in the competition. Section 4 presents
the results obtained by the different tools. Section 5 presents the results obtained by tools that
can produce probabilistic guarantees for falsification. Finally, Section 6 concludes the report
with our reflections.

Data Availability. The models and validation results produced by this competition are avail-
able through the shared GitLab repository at https://gitlab.com/goranf/ARCH-COMP, notably

1Unfortunately, the authors of FalStar could not submit the results in time due to other commitments.
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in the subfolders models/FALS and 2024/FALS. This archive contains the results of validation and
instructions to re-validate the results.

2 Benchmark
This section presents the two parametrizations of the input domain to generate the input signals
for the models (Section 2.1), and the benchmark models and requirements (Section 2.2) for this
edition of the competition.

2.1 Input Parameterization
The participants consider (a) arbitrary piecewise continuous input signals and (b) constrained
input signals to generate input signals for their models.

Arbitrary piecewise continuous input signals (Instance 1). The input specification
is up to the participants. The search space is the set of piecewise continuous input signals
(i.e., discontinuities are permitted), where the values for each individual dimensions are from
a given range. Participants may instruct their tools to search a subset of the entire search
space, notably to achieve finite parametrization, and then to apply an interpolation scheme to
synthesize the input signal.

However, the participants agreed that such a choice must be “reasonable” and should be
justified from the problem’s specification without introducing additional knowledge about the
solutions. Moreover, more general parametrizations shared across requirements and benchmark
models were preferable. Due to the diversity of benchmarks, it was decided to evaluate the
proposed solutions using common sense.

Constrained input signals (Instance 2). It fixes the format of the input signal, poten-
tially allowing discontinuities. An example input signal would be a piecewise constant with k
equally spaced control points, with ranges for each input dimension, disabling interpolation at
Simulink input ports so that tools don’t need to up-sample their inputs. The arguments in
favor of that are increased comparability of results. As a possible downside, it was mentioned
that optimization-based tools are just compared concerning their optimization algorithm. Nev-
ertheless, such a comparison is still meaningful since fundamentally different approaches to
falsification have entered the competition.

2.2 Models and Requirements
We provide a short textual description of our benchmark models. Table 1 reports the simulation
time and the sample step for all of our models. Table 2 reports the corresponding requirements
formalized as STL/MTL formulas.

Automatic Transmission (AT) - [26].2 A controller selecting the gear (from 1 to 4) de-
pending on two inputs (throttle, brake) and the current engine load, rotations per minute ω,
and car speed v.

Input specification: 0 ≤ throttle ≤ 100 and 0 ≤ brake ≤ 325 (both can be active simul-
taneously). Constrained input signals (instance 2) permit discontinuities at most every five

2Derived from a model proposed by Mathworks.
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Table 1: Minimum Simulation time and the sample step for all the benchmark models.
Model Simulation time Sample step

AT 33s 0.01s
AFC 51s 0.01s
NN 40s 0.01s
CC 100s 0.01s
F16 15s 0.01s
SC 35s 0.01s
PM 10s 0.01s

time units. Requirements are specific versions of those in [26] where the parameters have been
chosen to be somewhat difficult.

Fuel Control of an Automotive Powertrain (AFC) - [28]. A controller for the air-fuel
ratio in an automotive powertrain engine. The values used in the requirements are chosen to
make falsification feasible but reasonably hard.

Input specification: The constrained input signal (instance 2) fixes the throttle (θ) to be
piecewise constant with 10 uniform segments over a time horizon of 50 with two modes (normal
and power corresponding to feedback and feedforward control), and the engine speed ω to
be constant with 900 ≤ ω < 1100 to capture the input profile outlined in [28]. We do not
consider the unconstrained (instance 1) input specification. Faults are disabled (e.g. by setting
fault_time > 50).

Neural-network Controller (NN) - [13].3 The model has one input, a reference value Ref
for the position, where 1 ≤ Ref and Ref ≤ 3. It outputs the current position of the levitating
magnet Pos. The requirement ensures that after changes to the reference, the actual position
eventually stabilizes around that value with a small error.

Input specification: The input specification for instance 1 requires discontinuities to be at
least 3 time units apart, whereas instance 2 specifies an input signal with exactly three constant
segments. The time horizon for the problem is 40.

Chasing cars (CC) - [27]. Consists of five cars, in which the first car is driven by inputs
(throttle and brake), and other four are driven by Hu et al.’s algorithm. The output of the
system is the location of five cars y1, y2, y3, y4, y5. The properties to be falsified are constructed
artificially, to investigate the impact of complexity of the formulas to falsification.

Input specification: The input specifications for instance 1 allows any piecewise continuous
signals while the input specification for instance 2 constraints inputs to piecewise constant
signals with control points for each 5 seconds, i.e., 20 segments.

Aircraft Ground Collision Avoidance System (F16) - derived from [24]. The F16
aircraft and its inner-loop controller for Ground Collision avoidance have been modeled using
16 continuous variables with piecewise nonlinear differential equations. Autonomous maneu-
vers are performed in an outer-loop controller that uses a finite-state machine with guards

3Derived from a model proposed by Mathworks https://au.mathworks.com/help/deeplearning/ug/

design-narma-l2-neural-controller-in-simulink.html
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involving the continuous variables. The system is required to always avoid hitting the ground
during its maneuver starting from all the initial conditions for roll, pitch, and yaw in the range
[0.2π, 0.2833π]× [−0.4π,−0.35π]× [−0.375π,−0.125π].

Input specification: Since the benchmark has no time-varying input, there is no distinction
between instance 1 and instance 2. The requirement is checked for a time horizon equal to 15.

Steam condenser with Recurrent Neural Network Controller (SC) [47]. A dynamic
model of a steam condenser based on energy balance and cooling water mass balance controlled
with a Recurrent Neural network in feedback. The time horizon for the problem is 35 seconds.
The input to the system can vary in the range [3.99, 4.01].

Input specification: For instance 2, the input signal should be piecewise constant with
20 evenly spaced segments.

Pacemaker (PM) [4]. A controller for a pacemaker device: It artificially contracts the heart
muscle when no natural activity is present for a given time. The input is the desired lower rate
limit that can change within the range [50, 90].

Input specification: For instance 2, the input signal should be piecewise constant with
5 evenly spaced segments.

3 Participants
We present in alphabetical order all participating tools, the respective main ideas of the under-
lying approaches, followed by details on how each tool was set up for the competition.

3.1 ARIsTEO
Description. ARIsTEO [34]4 is a Matlab toolbox for test case generation against system
specifications developed on the top of S-TaLiRo [2]. ARIsTEO is designed to targeting a large
and practically-important category of CPS models, known as compute-intensive CPS (CI-CPS)
models, where a single simulation of the model may take hours to complete. ARIsTEO embeds
black-box testing into an iterative approximation-refinement loop. At the start, some sampled
inputs and outputs of the model under test are used to generate a surrogate model that is faster
to execute and can be subjected to black-box testing. Any failure-revealing test identified for
the surrogate model is checked on the original model. If spurious, the test results are used
to refine the surrogate model to be tested again. Otherwise, the test reveals a valid failure.
ARIsTEO is publicly available under the General Public License (GPL).5

Setup. ARIsTEO provides the same interface and parameters as S-TaLiRo, while providing
additional configuration options. We had used an arx model (arx-2) with order na = 2,
nb = 2, and nk = 26 as structure for the surrogate model used in the approximation-refinement
loop of ARIsTEO. For models with multiple inputs and outputs the dimension of the matrix
na, nb and nk is changed depending on the number of inputs and outputs. We used the
default configuration of S-TaLiRo for searching failure-revealing revealing tests on the surrogate
model. We considered the same parametrization of S-TaLiRo for the input signals. The original

4Participants: Menghi and Formica.
5https://github.com/SNTSVV/ARIsTEO
6https://nl.mathworks.com/help/ident/ref/arx.html
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Table 2: Requirement formulas for the benchmarks
Key STL formula Remarks/Constraints

AT1 2[0,20]v < 120
AT2 2[0,10]ω < 4750
AT51 2[0,30]((¬g1 ∧ ◦ g1) → ◦ 2[0,2.5]g1) where ◦ ϕ ≡ 3[0.001,0.1] ϕ
AT52 2[0,30]((¬g2 ∧ ◦ g2) → ◦ 2[0,2.5]g2)
AT53 2[0,30]((¬g3 ∧ ◦ g3) → ◦ 2[0,2.5]g3)
AT54 2[0,30]((¬g4 ∧ ◦ g4) → ◦ 2[0,2.5]g4)
AT6a (2[0,30]ω < 3000) → (2[0,4]v < 35)
AT6b (2[0,30]ω < 3000) → (2[0,8]v < 50)
AT6c (2[0,30]ω < 3000) → (2[0,20]v < 65)

AT6abc AT6a ∧ AT6b ∧ AT6c conjunctive requirement

AFC27 2[11,50]((rise ∨ fall) → (2[1,5]|µ|< β)) 0 ≤ θ < 61.2 (normal mode)
AFC29 2[11,50]|µ|< γ 0 ≤ θ < 61.2 (normal mode)
AFC33 2[11,50]|µ|< γ 61.2 ≤ θ ≤ 81.2 (power mode)

where β = 0.008, γ = 0.007

rise = (θ < 8.8) ∧ (3[0,0.05](θ > 40.0))
fall = (θ > 40.0) ∧ (3[0,0.05](θ < 8.8))

NN 2[1,37](|Pos − Ref |> α+ β|Ref |→ 3[0,2]2[0,1]¬(α+ β|Ref |≤ |Pos − Ref |))
where α = 0.005 and β = 0.03

NNx 3[0,1](Pos > 3.2) ∧3[1,1.5](2[0,0.5](1.75 < Pos < 2.25)) ∧2[2,3](1.825 < Pos < 2.175)
conjunctive requiremet
1.95 ≤ Ref ≤ 2.05

CC1 2[0,100]y5 − y4 ≤ 40
CC2 2[0,70]3[0,30]y5 − y4 ≥ 15
CC3 2[0,80]((2[0,20]y2 − y1 ≤ 20) ∨ (3[0,20]y5 − y4 ≥ 40))
CC4 2[0,65]3[0,30]2[0,5]y5 − y4 ≥ 8
CC5 2[0,72]3[0,8]((2[0,5]y2 − y1 ≥ 9) → (2[5,20]y5 − y4 ≥ 9))
CCx

∧
i=1..4 2[0,50](yi+1 − yi > 7.5) conjunctive requirement

F16 2[0,15]altitude > 0

SC 2[30,35](87 ≤ pressure ∧ pressure ≤ 87.5)

PM 2[0,10](paceCount ≤ 15) ∧3[0,10](paceCount ≥ 8)

Simulink model was executed once to learn the initial surrogate model. The cut-off values for the
number of simulations of the original model and for the number of simulations of the surrogate
model (per trial) were set to 1500.

3.2 ATheNA
Description. ATheNA [22]7 is a Matlab toolbox for automatic test case generation guided by
a combination of automatic and manual fitness functions. ATheNA allows the user to specify a

7Participants: Formica and Menghi.

127



ARCH-COMP 2024: Falsification with Unbounded Resources Khandait et al.

manually-defined fitness function and choose a strategy to combine the automatic and manual
fitness values into the ATheNA fitness value. The manually-defined fitness functions can de-
signed by the engineer and can consider both the inputs and the outputs of the model. ATheNA
employs S-TaLiRo to compute the automatic fitness function, starting from the MTL/STL spec-
ification. The model inputs are generated by an optimization algorithm that tries to lower the
value of the ATheNA fitness. ATheNA enables the engineer to focus the exploration of the
input space on areas that are considered particularly critical and to switch between different
types of fitness functions depending on the situation.

Setup. ATheNA has the same interface of S-TaLiRo, but requires additional information
on the manual fitness function and the ATheNA fitness function. We defined a manual fitness
function for each model and requirement by reverse-engineering the model. The ATheNA fitness
has been calculated as the weighted average of the automatic and manual values. The weight
of the two values depends on our confidence in the capabilities of the functions of leading to the
identification of a fault. A brief description of the manual fitness functions and the weight used
for the automatic fitness for each requirement is reported in Table 3. The manual and ATheNA
fitness functions used in Instance 1 and Instance 2 are the same. The search algorithm used is
Simulated Annealing and the maximum number of iterations for the search process has been
set to 1500.

3.3 EXAM-Net
Description. EXAMNET (Exploratory Adversarial Mutator Network)8 is a black box fal-
sification algorithm written using the STGEM9 open-source toolbox. The algorithm takes
inspiration from OGAN [42] as well as diffusion-based algorithms and consists of three neu-
ral networks: discriminator, mutator and validator. Using executed tests the discriminator
is trained to learn the mapping from proposed inputs to robustness values. The mutator is
trained to take any random input and mutate it so that discriminator’s score for the mutated
tests is lower than discriminator score for initial random input, but also so that the L2-distance
between the two is minimized. The first condition ensures that the network learns to mutate
tests so that they have lower estimated robustness, while the latter condition lets the network
avoid mode collapse. Validator is trained to identify invalid tests and is used to provide a proper
training signal for the mutator to avoid generating invalid tests. We emphasize that no prior
training or data collection is necessary - all the training is performed during runtime as tests
are being generated and executed.

Setup. As EXAMNET is an algorithm that requires training the neural networks, the first
40 tests are selected by sampling input space uniformly randomly. We have noted this to be a
sufficient amount for the model to start generating reasonable suggestions for tests. Addition-
ally, every tenth test is also sampled in this manner to promote exploration and help the model
avoid local minima.

To keep results comparable with other models implemented in STGEM, the hyperparameters
and other settings for the models are kept as close as possible to the other models in the toolbox.
EXAMNET also utilizes in its search the STL robustness objective [32]. The model targets only
instance 2, so the values for EXAMNET in Table 5 are the same as in Table 6. One of the

8Participants: Soloviev
9https://gitlab.abo.fi/stc/stgem.
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Table 3: Manual fitness functions description and weight used by ATheNA for the benchmark
requirements. The weight refers to the automatic fitness function; the manual fitness weight is
equal to 1 minus the automatic fitness weight.

Benchmark Weight Manual Fitness Description

AT1 0.4 Maximizes the lowest throttle value within [0, 17]s and minimizes the highest
brake value within [0, 25]s.

AT2 0.5 Maximizes the average throttle value within [0, 8]s, then minimizes the average
brake value within [0, 25]s.

AT51 0.0 Makes the first three throttle control points get as close as possible to
{35%, 0%, 50%} respectively and maximize brake within [0, 25]s.

AT52 0.5 Maximizes the minimum throttle value between [0, 8]s.
AT53 0.4 Makes the first three throttle control points get as close as possible to

{100%, 20%, 0%} respectively and minimize brake within [0, 25]s.
AT54 0.0 Makes the first three throttle control points form an upward arc and the brake

ones a downward arc.
AT6a 0.6 Makes the average throttle value within [0, 33]s as close as possible to 45%

and minimizes the average brake value within [0, 25]s.
AT6b 0.4 Makes the average throttle value within [0, 33]s as close as possible to 45%

and minimizes the average brake value within [0, 25]s.
AT6c 0.8 Makes the average throttle value within [0, 33]s as close as possible to 45%

and minimizes the average brake value within [0, 25]s.
AT6abc 0.5 Makes the average throttle value within [0, 33]s as close as possible to 45%

and minimizes the average brake value within [0, 25]s.

AFC27 0.2 Increases the two control points adjacent to the lowest one above 40 deg, then
minimizes the lowest value within [10, 50]s.

AFC29 0.5 Minimizes the lowest throttle value within [10, 50]s.
AFC33 0.5 Minimizes the engine speed value.

NN 0.2 Minimizes the reference position control point at 20s.
NNx 0.5 Maximizes the lowest reference position within [0, 20]s.

CC1 0.5 Maximizes the lowest throttle value within [0, 100]s and minimizes the highest
brake value within [0, 100]s.

CC2 0.4 Minimizes the highest throttle value within [0, 100]s and maximizes the lowest
brake value within [0, 100]s.

CC3 0.8 Maximizes the lowest throttle value within [0, 100]s and minimizes the highest
brake value within [0, 100]s.

CC4 0.5 Minimizes the minimum distance between cars 4 and 5 within [0, 100]s.
CC5 0.5 Makes the average throttle value within [0, 33]s as close as possible to 0.3 and

maximizes the average brake value within [0, 50]s.
CCx 0.4 Maximizes the throttle control point at 0s and minimizes the throttle control

point at 17s.

F16 0.5 Maximizes the initial roll angle and minimizes the initial pitch angle.

SC 0.6 Maximizes the peak-to-peak distance of the steam flow rate within [29.5, 35]s.

PM 0.5 Minimizes the highest lower rate limit within [0, 10]s.

benchmarks had small validation mismatch due to version difference and some validation results
are omitted since the validation tool does not support all benchmarks.

3.4 FalCAuN

Description. FalCAuN [46]10 is an experimental toolkit for testing a Simulink model using
black-box checking [39], an automated testing method based on active automata learning and

10Participant: Waga.
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Table 4: Configuration parameters for FalCAuN.
Model Duration between control points Possible input values

AT 2.0 throttle: 0.0, 50.0, 100.0; brake: 0.0, 325.0
CC 5.0 throttle: 0.0, 1.0; brake: 0.0, 1.0
SC 1.0 3.99, 4.00, 4.01
PM 0.5 50.0, 60.0, 70.0, 80.0, 90.0

model checking. In FalCAuN, the input and output signals given to the Simulink model under
testing are discretized in time and values, and the model is deemed a black-box transition system
with potentially infinite states. FalCAuN learns an approximation of the transition system as a
Mealy machine and conducts model checking to find a counterexample. By reusing the learned
Mealy machine, FalCAuN is designed to falsify a Simulink model against multiple specifications
efficiently. FalCAuN is publicly available under General Public License (GPL) v311.

We employ the discrete-time semantics of STL, which is essentially the same as the semantics
of LTL. Because of such discretization, the control points must be fine enough to capture the
timing constraints in the STL formula. For example, to capture the timing constraint 3[0,0.05],
the duration between the control points must be at most 0.05. Due to this restriction, FalCAuN
cannot handle the STL formulas with such small timing constraints. Also, since some of the
behaviors between control points are ignored in discrete-time semantics, the falsification results
may deviate from the standard semantics. We remark that the current version of FalCAuN can
handle the maximum and minimum values between control points, which prevents the above
deviation if the temporal operators are not nested. The current version of FalCAuN only supports
piecewise linear signals, and we have no results for instance 2.

Setup. For the signal discretization, we have the following parameters: the (constant) dura-
tion step of the intervals between control points, the possible values I of input signals at control
points, and the thresholds of output signal values for discretization. We use the shortest dura-
tion between the control points, such that the LTL encoding of the STL formula is small enough
for the back-end model checker LTSMin. The duration ranges from 0.5 to 5.0 time units. We
used the constants in the given STL formulas as the thresholds of the output signal values.
Table 4 summarizes the parameters we used.

3.5 ForeSee
Description. In falsification, the scale problem can occur when the signals used in the spec-
ification have different scales (e.g., rpm and speed): namely, the contribution of a signal could
be masked by another one when computing robustness. ForeSee [48]12 (FORmula Exploitation
by Sequence trEE) tackles this problem by introducing a new robustness definition, called QB-
Robustness, which combines quantitative robustness and classical Boolean satisfaction. QB-
Robustness does not require comparing (i.e., by minimum or maximum) robustness values of
different sub-formulas, so possibly avoiding the scale problem. However, in order to be com-
puted, QB-Robustness requires the selection of a sequence of sub-formulas along the syntax tree
of the specification for which to compute the quantitative robustness. Different sub-formulas
sequences can be more or less effective in mitigating the scale problem.

11https://github.com/MasWag/FalCAuN
12Participants: Zhang, Arcaini
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ForeSee implements a falsification strategy based on a Monte Carlo Tree Search over
the structure of the formal specification: first, by tree traversal, it identifies the sub-formulas
sequence; then, on the leaves, it performs numerical hill-climbing optimization, with the aim
of falsifying the selected sub-formulas. ForeSee is the spiritual successor of FalStar/MCTS
from [18, 17]. It is publicly available under GNU General Public License (GPL) v3.13

Setup. Since ForeSee is implemented on the basis of Breach [13], it provides the same
interface of Breach, namely, users can characterize the shape of input signals with a number of
options, including piecewise constant, piecewise linear, pulse, etc. In this report, we regulate the
shape of input signals with piecewise constant, parametrized by the number of control points.

In the current implementation of ForeSee, only CMA-ES [3] is provided as the optimizer;
this is due to our insight in the performances of different optimizers, in which CMA-ES outper-
forms other optimizers. However, involving other optimizers is not difficult for ForeSee, and
will be considered in the future releases.

Since ForeSee technically relies on Monte Carlo Tree Search (MCTS), the hyperparameters
in MCTS need to be properly selected. As a default setting, we use 0.2 as the scalar in the UCB1
algorithm, which takes a balance of exploration and exploitation; and we set 10 generations as
the budget for the playout phase of MCTS.

3.6 FReaK
Description. FReaK [5]14 is a falsification framework for black-box models that uses an
iterative refinement technique based on surrogate modeling. In particular, simulations are used
to construct a surrogate model for the system dynamics using data-driven Koopman operator
linearization. The reachable set of states are then computed and combined with an encoding of
the signal temporal logic specification in a mixed-integer linear program (MILP). To determine
the next sample, the MILP solver computes the least robust trajectory inside the reachable set
of the surrogate model. The trajectory’s initial state and input signal are then executed on
the original black-box system, where the specification is either falsified or additional simulation
data is generated that we use to retrain the surrogate Koopman model and repeat the process.
FReaK is publicly available15.

Setup. The configuration parameters for FReaK depend on its main constituents. For learn-
ing the Koopman surrogate model, we use AutoKoopman [31], which automatically tunes for
the associated hyperparameters. We use random Fourier features as observables with an up-
per bound of 20 observables, and apply grid-search for hyperparameter optimization. We use
CORA [1] for reachability analysis and Gurobi16 for solving the MILP optimization problems.
Koopman linearization, reachability analysis and MILP optimization each have an associated
time step size parameter determined by the chosen discretization. For consistency, we use the
same time step across all three processes. Moreover, we use the number of control points of
an input signal to determine the time step size for the processes. For instance, given a system
with a time horizon of 100s and 10 control points, the associated time step size is ∆t = 10. The
only exception is the AFC benchmark, where a time step size of ∆t = 5 was found to be too
coarse for effective analysis, so we used ∆t = 1 instead. We use a consistent number of control

13https://github.com/choshina/ForeSee
14Participants: Hekal and Lew.
15https://github.com/Abdu-Hekal/FReaK
16https://www.gurobi.com/
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points for each model across all requirement formulas, where all signal are evenly spaced and
interpolated with the pchip function or piecewise constant interpolation.

3.7 Moonlight
Description. Moonlight [36]17 is an open source18 lightweight tool for monitoring (online
or offline) temporal and spatio-temporal properties. The specification language adopted by
Moonlight is STL or its spatial extension, STREL [35]. It can efficiently process piece-wise
constant multi-valued numerical, Boolean, and categorical types of signals. The result of the
monitoring process can either be in terms of Boolean satisfaction or of real-valued robustness,
depending on the purpose of the monitoring process. Moonlight offers Java, Python, and
Matlab APIs. Moreover, it supports a minimal scripting language for defining signal interfaces
and formulae monitors. The falsification process of this competition is managed by adopting
the TuRBO [15] optimizer. TuRBO performs Bayesian Optimization using trust regions, a
technique where simultaneous local runs of independent models are used. To falsify, a multi-
armed bandit strategy is used at each iteration to allocate samples for each dimension and
thus decide which local optimization to run. The function to optimize is the robustness value
of the target formula, which is retrieved by running Moonlight on the signals generated by a
simulation using the parameters provided by the optimizer.

Setup. The current implementation of the benchmarks is based on the Moonlight Python
APIs, and the combination with TuRBO makes its usage straightforward, where only the maxi-
mum number of iterations (300) and the interval of acceptable parameters for each dimension is
necessary. To maximize reproducibility, the benchmark framework has been built so that both
the monitor and the optimizer can be swapped with alternative ones as long as their interfaces
are honored. The interested reader can run the benchmarks locally, as well as tweak any of the
optimization parameters19.

3.8 NNFal
Description. NNFal [30]20 is a surrogate model-based falsification framework for CPS. The
framework treats CPS as a black box and only assumes that the system to be falsified can be
simulated/executed. The foremost step in the framework is building a surrogate model from
the simulated trajectories of the CPS. In NNFal, we use a feed-forward neural network as a
surrogate model to leverage the adversarial attack algorithms targeted toward the robustness
evaluation of neural networks. The safety property is examined in the surrogate model to find
a counterexample using a deep neural network falsifier. The counterexample generated by the
framework is the initial system configuration along with the piecewise constant input signal that
drives the CPS to a safety-violating state. Since the surrogate model is an approximation of
the CPS, the generated counterexample on the surrogate may be spurious. The last step of our
framework is therefore validating the counterexample in the actual CPS. If the counterexample is
found to be spurious, necessary constraints are added in the property specification to eliminate
the spurious counterexample from the state space and search for a new counterexample for
further investigation. NNFal is publicly available.21

17Participants: Loreti, Nenzi and Visconti
18https://github.com/MoonLightSuite/moonlight
19https://github.com/MoonLightSuite/arch-comp-benchmarks
20Participants: Kundu and Ray
21https://gitlab.com/Atanukundu/NNFal
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Setup. The current implementation of NNFal uses pre-trained fully connected Feed-forward
Neural Network (FNN), which we build from the simulation traces of the CPS. The FNN is built
using the Keras API, a high-level API of TensorFlow. NNFal supports a portfolio of robustness
and reachability property falsifiers for finding counterexamples from the neural network. In the
experiments, we have seen that the robustness property falsifier outperforms the reachability
property falsifiers, which is why we consider the robustness falsifier as the default in our tool.
We specifically employed DNNF, a falsification method for the robustness properties of deep
neural networks. DNNF offers options for executing various adversarial attack algorithms, in
which we use the Projected Gradient Descent (PGD) attack algorithm among them. It has the
advantage of random initialization to find an adversarial example. As a result, it can generate
varied counterexamples across multiple executions. The current version of NNFal does not
support all the property specifications presented in STL. In the current version, we are able to
falsify the specifications AT1, AT6c, and CC1, all for constrained input signals (instance 2).
Note that the dataset and model learning is a one-time effort. The number of simulations taken
in generating the dataset is not included in the results table. Also, the time taken in learning
the FNN model from the dataset is also not included in the results.

We target only the instance 2, so the values for NNFal in Table 5 are simply copies of those
in Table 6.

3.9 OD
Description. OD22 (online diffusion) is a black-box requirement falsification algorithm based
on diffusion models. It implements the DDPM diffusion model of [25], and the chosen denoising
model is a modified UNet [43]. The model denoises Gaussian noise to test vectors, which are
representations of piecewise constant signals (i.e., OD targets Instance 2 input parameteriza-
tion). The target distribution of the diffusion model is the set of falsifying tests. The training
of the model is done in an online fashion in such a way that the training data distribution
shifts progressively towards test that have low STL robustness. This is similar to the online
training of Wasserstein Generative Adversarial networks in the WOGAN algorithm [41]. Dur-
ing a round of the algorithm, the diffusion model denoises tests and selects a candidate test
among the denoised tests that is then executed on the system under test. The candidate test
is selected uniformly randomly 50% of the time (to explore), and for the remaining time the
test estimated to have the lowest robustness by a random forest regression model is selected (to
exploit). The diffusion model training data is then augmented with the executed test together
with its true STL robustness. An initial training data is obtained by uniform random sampling
of the input space. The diffusion model is trained and sampled until a falsifying input is found
or the execution budget is exhausted. The OD algorithm does not use any precollected data or
models; the models are trained from scratch.

The OD algorithm is implemented in the STGEM tool [44], which is a falsification framework
supporting several requirement falsification algorithms. The code and instructions to use OD
are available online23.

Setup. The input space for each benchmark is determined by a vector whose components
correspond to the pieces of the piecewise constant input signals. The components vary in the
ranges specified in Section 2. Of the total simulation budget of 1500 the first 50 are reserved
for uniform random sampling of the input space to obtain the initial training data. The DDPM

22Participants: Peltomäki and Porres
23https://gitlab.abo.fi/stc/experiments/arch-comp-2024
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model uses a sinusoidal time embedding with dimension 20, and the forward process applies
Gaussian noise for 75 iterations and the forward process variances increase from 0.0001 to 0.02
as suggested in [25]. During each training phase, the DDPM model is trained for 20 epochs using
the Adam optimizer with learning rate 0.001. We use the same hyperparameter setup for all
benchmarks. We have manually tuned the hyperparameters to give a good overall performance.

For the conjunctive requirements, we use the multi-armed bandit approach described in [40]
meaning that for N requirements we use N distinct diffusion models, one per requirement, but
only sample one of them for a test.

We target only the instance 2, so the values for OD in Table 5 are the same as in Table 6.
Some validation results are omitted since the validation tool does not support all benchmarks.

3.10 Ψ-TaLiRo
Description. Ψ-TaLiRo [45]24 , the python version of S-TaLiRo [2], is an open-source toolbox
for temporal logic robustness-guided falsification of Cyber-Physical Systems (CPS). This tool-
box, which is completely modular, helps in the generation of test cases for falsification of system
under test using a common interface for temporal logic monitors. While the toolbox provides
inbuilt optimizers (DA, Uniform Random, etc.), one can also develop new optimizers. The tool
box is publicly available on-line under General Public License (GPL).25 For this competition,
we provide results with two different optimization algorithms:

1. Conjunctive Bayesian Optimization - Large Scale (ConBO-LS) accounts for the
dependencies between two requirements and leverages their mutual information to achieve
relatively early falsification. Additionally, the approach employs a sampler to select a
subset of requirements that are more promising for falsification. Unlike the conventional
approach, the algorithm takes the conjunction of all the requirements from a particular
benchmark model and attempts to falsify this conjunction. It is important to note that
this algorithm turns into a simple Bayesian Optimization if we do not have conjunctive
requirements. However, once a requirement is falsified, the algorithm proceeds with the
conjunction of the remaining unfalsified requirements.

2. Part-X adaptively partitions the search space to enclose the falsifying points, and can
produce probabilistic guarantees on the presence of falsifying behaviors. The algorithm
uses local Gaussian process estimates in order to adaptively branch and sample within
the input space. The partitioning approach not only helps us identify the zero level-set of
the specification robustness, but also to circumvent issues that rise due to the fact that
the robustness is discontinuous. In fact, the only assumption we need on the robustness
function is that it is a locally continuous function [38].

Setup. In Ψ-TaLiRo, input signals to black-box models are parameterized with control points
and their corresponding timestamps (for interpolation), which then leads to the formation of
an optimization problem with dimensionality depending upon the number of control points.
The input signals along with their corresponding time stamps are interpolated depending on
the benchmark problem instance. For this competition, all signals have evenly spaced control
points and are interpolated using the pchip function for instance 1, and a piecewise constant
interpolation function for instance 2. We utilize RTAMT [37] for robustness calculation.

The repeatability package for ConBO-LS and Part-X is available online26. In the instances

24Participants: Khandait, Chotaliya, Fainekos, and Pedrielli
25https://github.com/cpslab-asu/psy-taliro
26https://github.com/cpslab-asu/ARCH-Comp-2024-Repeatability
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presented in this paper, ConBO-LS utilizes only a 1500-evaluation budget to falsify all the
requirements from a particular benchmark model, rather than allocating 1500 evaluations for
each individual requirement. In other words, the evaluation budget is allocated to a benchmark
model. For example, in the Automatic Transmission benchmark in instance 1, the ConBO-
LS tries to falsify the conjunction of all the 10 requirements. If any particular requirement
is falsified, the algorithm continues with conjunction of the remaining requirements. In these
experiments, the ConBO-LS optimizer samples 100 points from the search space and then
sequentially samples points until all the requirements are falsified or the maximum budget
of 1500 evaluations is reached. Finally, the Part-X optimizer, which provides probabilistic
guarantees, starts with an initialization budget n0 = 20, per-subregion budget for unclassified
subregions with nBO = 20, classified subregions budget nc = 50, maximum budget T = 2000,
number of Monte Carlo iterations R = 20, number of evaluations per iterations M = 500,
number of cuts B = 2, and classification percentile δu = 0.05. Also, we used δv = 0.001
to identify dimensions that should not be branched. We provide the probabilistic guarantees
in Table 7.

4 Evaluation & Validation

We present the experimental setup (Section 4.1) and the results of our experiment (Section 4.2)

4.1 Setup

The tools participating in the competition were instructed to run the falsification of each in-
dividual requirement 10 times, to account for the stochastic nature of most algorithms. The
cut-off for the number of simulations imposed on the experiments was 1500. This value enables
a more accurate comparison of the tools for difficult benchmarks. The results were provided
by the participants and have been obtained on multiple platforms with varying resources and
different MATLAB/Simulink versions.

The participants have to report information related to each falsification trial per require-
ment, according to the reporting format available at https://gitlab.com/gernst/ARCH-COMP/-/
blob/FALS/2021/FALS/Validation.md. The information includes:

• the benchmark (model + requirement identifier);
• the initial conditions and time-series input signal resulting from that trial;
• whether the signal is expected to falsify the requirement;
• if available, a robustness value derived from running the input through the model;
• optionally, the corresponding output signal, and further information such as time stamps

or wall-clock times.
In the following, we will refer to this information as the “reported” result.

For each tool, we compute the falsification rate, i.e., the number of trials where a falsifying
input was found, as well as the median and mean of the number of simulations required to find
such input (not including the unsuccessful runs in the aggregate).

We continue the effort to validate results, which has been established in 2021. The over-
arching goal is to ensure that the comparison reported here is meaningful, and the approach
taken accounts for several potential sources of error, both for technical reasons or because of
human error. The hypothetical case of cheating participants was not regarded likely, and we
emphasize upfront that no indication whatsoever for dishonest behavior was found. Rather, the
goal is to establish a higher standard of quality of evaluation results, that can ultimately benefit
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any future work in simulation-based falsification: Just like the benchmark set established by
this community gets adopted by experiments in the literature, validation of results using an
independent reference checker should become standard, too. We validated the following

• the reported input signal adhere to the valid ranges of input for that particular model;
• the correctness of the reported verdict;
• the consistency of the reported robustness value and the verdict.

The results reported by the participants are presented in the following.

4.2 Results
Table 5 and Table 6 respectively report the results for instances 1 and 2 for each of participant.
The tables also report the results obtained using a Uniform Random (UR) testing strategy;
that is no optimization strategy is used in the search. For each instance, the tables report the
falsification rate (FR), validated falsification rate (✓), mean number of simulations (S), and
median (rounded down) number of simulations (S̃). S and S̃ are computed using the successful
executions, i.e., the executions where the falsification was successful. Empty cells indicate a
lack of data for a particular benchmark due to lack of support or simply that the respective
participants did not take the time to set up and/or run these experiments. For example, NNb,
NNx, F16, and SC were not assessed for UR in instance 1.

For some of the tools, e.g., FalCAuN (CC4 — instance 1), the results were not confirmed by
the validation platform due to differences between the configuration of the validation platform
and the platform used to run the tool. For example, some results of FalCAuN could not be
confirmed due to the use of the discrete-time semantics of STL, which was, to some degree,
expected. Before evaluating STL formulas, FalCAuN discretizes the observed signals to interpret
them as strings to apply standard automata-based techniques. However, this approach overlooks
the behavior between observed points. As a result, the validation fails for STL formulas, for
example, of the form 3φ. For these cases, the value reported by the validated falsification rate
(✓) column is lower than that reported by the falsification rate (FR) column.

For some tools, the participants found technical problems running the validation for some
benchmarks, or the validation platform does not support the benchmark. These problems are
reasonable since the validation tool is in early development, and some participants used it
for the first time. For these cases, the participants reported the symbol “–” in the validated
falsification rate (✓) column. For example, the validation platform currently does not support
the validation of the pacemaker (PM) and the Aircraft Ground Collision Avoidance System
(F16) benchmarks. We plan to address these limitations in the next edition of the competition.
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Table 5: Results for piecewise continuous input signals (instance 1). FR: falsification rate, ✓:
validated falsification rate, S: mean number of simulations, S̃: median (rounded down) number
of simulations.
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Table 6: Results for piecewise continuous input signals (instance 2). FR: falsification rate, ✓:
validated falsification rate, S: mean number of simulations, S̃: median (rounded down) number
of simulations.
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5 Probabilistic Guarantees

As done in 2022, we are still assessing tools that can provide probabilistic guarantees for falsi-
fying the system under test to understand if we can provide any conclusion about the system
under test and falsifying it. This information becomes even more critical when no falsification
is found. Providing probabilistic guarantees can help assess the system’s safety, while also
providing the quality of test samples generated.

Part-X [38] was the only tool that provided results on probabilistic guarantees: the lower
and upper confidence bounds of normalized falsification volume at 95% confidence. The Part-
X algorithm is part of the Ψ-TaLiRo tool, and is discussed in section 3.10. The results are
shown in Table 7 for both instances. We refrain from an in-depth analysis of these results.

Table 7: Results for piecewise continuous input signals (instance 1) and constrained input
signals (instance 2). FR: falsification rate, ✓: validated falsification rate, S: mean number of
simulations, S̃: median (rounded down) number of simulations, LCB : Lower Confidence Bound
at 95% confidence, UCB : Upper Confidence Bound at 95% confidence R: Simulation time ratio
(%). Bold entries indicate that some results could not be validated.
Tool Ψ-TaLiRo Ψ-TaLiRo
Approach Part-X Part-X
Instance 1 2

Property FR ✓ S S̃ LCB UCB R FR ✓ S S̃ LCB UCB R

AT1 10 10 34.9 28.5 0.00E+00 7.03E-04 70.7 10 10 30.5 25.5 0.00E+00 5.58E-04 85.7
AT2 10 10 6.7 5.5 9.45E-02 1.80E-01 52.8 10 10 6.5 5.0 1.16E-01 2.77E-01 50.6
AT51 0 0 – – 0.00E+00 0.00E+00 93.9 10 10 13.3 11.5 2.22E-01 5.86E-01 64.3
AT52 10 10 5.6 2.0 1.81E-01 9.02E-01 62.5 10 10 66.5 53.5 0.00E+00 0.00E+00 93.5
AT53 10 10 15.7 15.5 2.45E-02 4.26E-01 59.7 10 10 2.2 2.0 8.38E-01 1.00E+00 57.0
AT54 3 3 862.6 – 0.00E+00 3.60E-05 91.0 10 10 85.0 65.0 0.00E+00 7.68E-02 76.2
AT6a 10 10 134.3 51.5 1.18E-01 2.47E-01 58.2 10 10 153.7 72.0 5.75E-02 1.94E-01 53.1
AT6b 10 10 212.2 150.0 9.45E-02 2.88E-01 57.8 10 10 307.9 111.5 3.40E-02 1.97E-01 56.4
AT6c 10 10 200.5 138.0 9.94E-02 2.86E-01 58.1 10 10 334.4 249.5 4.34E-02 1.98E-01 59.3
AT6abc 10 10 126.1 50.0 1.02E-01 2.67E-01 68.7 10 10 106.9 67.5 5.72E-02 2.06E-01 69.4

CC1 10 10 19.0 16.5 2.71E-01 8.31E-01 69.2 10 10 17.6 21.0 2.83E-01 8.86E-01 68.7
CC2 10 10 23.9 12.0 4.82E-01 1.00E+00 68.6 10 10 17.8 12.0 2.27E-01 1.00E+00 66.3
CC3 10 9 23.1 24.0 1.28E-01 4.58E-01 69.9 10 10 13.5 12.0 1.18E-01 1.00E+00 69.5
CC4 0 0 – – 0.00E+00 0.00E+00 95.3 0 0 – – 0.00E+00 0.00E+00 94.5
CC5 10 10 45.8 29.0 3.83E-02 7.10E-01 79.4 10 10 29.9 22.5 2.09E-01 5.90E-01 73.8
CCx 9 9 681.9 703.0 0.00E+00 0.00E+00 96.0 10 10 607.1 156.0 0.00E+00 0.00E+00 96.2

NN 10 10 15.2 16.0 4.84E-01 8.80E-01 83.5 10 10 145.8 89.5 0.00E+00 1.36E-01 87.3
NNx – – – – – – – 10 10 190.7 40.0 0.00E+00 1.20E-02 66.4

SC 0 – – – 0.00E+00 0.00E+00 78.9 0 0 – – 0.00E+00 2.70E-05 45.5

F16 0 – – – 0.00E+00 0.00E+00 39.2 – – – – – – –

AFC27 – – – – – – – 10 0 34.3 27.0 5.90E-01 7.27E-01 89.4
AFC29 – – – – – – – 10 0 12.1 11.0 2.31E-01 5.36E-01 87.9
AFC33 – – – – – – – 0 0 – – 0.00E+00 0.00E+00 96.1

PM 10 23.5 22.0 6.75E-3 7.13E-3 80.9 8 253.6 26.5 0.00E+00 3.44E-3 82.7
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6 Conclusion and Outlook

The successful participation of new tools (EXAMNET, Moonlight [36], and FReaK [5]) shows
that this competition has been getting attention over the years. The tools now use completely
different technologies that are challenging to compare. However, the results reported in Tables 5
and 6 can provide a starting point for this comparison. Based on our data, we remark that
there is no “best” approach, and the different solutions offer pros and cons that engineers
should consider when selecting the appropriate falsification tool. Notice that some tools did
not consider all the models and requirements. Considering only some models and requirements
was permitted since models use different Simulink features, often requiring some tuning of the
falsification tools. This tuning is often not easy, especially for new participants.

Gidon Ernst, Tanmay Khandait, and Federico Formica were pivotal in enabling the valida-
tion of the results also this year: They had to solve many technical challenges and provided
timely and thorough support to the other participants during the validation of the results. Our
findings stress the importance of their work and of validating experimental data, especially
in a well-defined comparative setting. This experience is shared with other competitions like
SV-COMP (which has validation since 2016 [8]), Test-Comp (which had independent coverage
evaluation from the start in 2019 [9]), and many other competitions (for an overview, see [6]).

We have several items on our agenda for the following year’s competition. We would like
to precisely formalize the semantics of the ratio between the simulation time and the total
falsification time (column “R”) from Tables 5 and 6 and reintroduce it next year. We plan to
extend the support of our validation platform for the pacemaker (PM) and the Aircraft Ground
Collision Avoidance System (F16) benchmarks. We plan to facilitate the adoption of Python-
based benchmark models from Matlab-based benchmarks. Supporting Python programs will
require a careful revision of the rules of the competition. We plan to employ the automatic
repeatability evaluation platform provided by the organizers of the ARCH competition. Finally,
we would like to stimulate and expand the competition rules related to the tools supporting
probabilistic guarantees.
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